# **Chapter 1: Transaction Processing Concepts**

# **Introduction**

This chapter discusses the various aspects of transaction processing. It also studies the low-level tasks included in a transaction, the transaction states and properties of a transaction. In the last portion, it will look over schedules and Serializability of schedules.

## **Transaction and System Concepts**

A **transaction** is an event which occurs on the database. Generally, a transaction **reads** a value from the database or **writes** a value to the database. Although a transaction can both read and write on the database, there are some fundamental differences between these two classes of operations. A transaction involving only data retrieval without any data update is called read-only transaction. **A read operation** does not change the image of the database in any way. But **a write operation**, whether performed without the intention or intention of inserting, updating or deleting data from the database, changes the image of the database. That is, these transactions bring the database from old image to new image, called the **Before Image** or **BFIM** and **After Image** or **AFIM**.

Database transaction is a collection of SQL queries which forms a logical one task. For a transaction to be completed successfully all SQL queries have to run successfully. It is an atomic process that is either performed into completion entirely or is not performed at all. Database transaction executes either **all or none,** so for example if your database transaction contains 4 SQL queries and one of them fails then change made by other 3 queries should be rolled back. This way your database always remains consistent. The transaction is implemented in the database using **SQL keyword transaction, commit, and rollback**. **Commit** writes the changes made by transaction into database and **rollback** removes temporary changes logged in transaction log by database transaction.

On database transactions, each high-level operation (**read ()** or **write ()**) can be divided into a number of low level tasks or operations. For example, a data update operation can be divided into three tasks −

* **read\_item()** − reads data item from storage to main memory. Which includes getting the disk block location too?
* **modify\_item()** − change value of item in the main memory. Manipulate the data and switch the old value with new value on buffer
* **write\_item()** − write the modified value from main memory to storage.

Database access is restricted to read\_item () and write\_item () operations. Likewise, for all transactions, read and write forms the basic database operations.

### **Why transaction is required in database**

Your database records need to exist in a consistent state. After an operation, the database records should move from **one consistent state** to **another consistent state.** That is why we need a transaction. The database is used to store data required by real life application e.g. Banking, Healthcare, Finance etc. All your money stored in banks is stored in the database, all your account is stored in the database and many applications constantly work on these data. In order to protect data and keep it consistent, any changes in this data need to be done in a transaction so that even in the case of failure data remain in the previous state before the start of a transaction. Consider a Classical example of ATM (Automated Tailor Machine); we all use to withdraw and transfer money by using ATM. If you break withdrawal operation into individual steps you will find:

1. Verify account details.
2. Accept withdrawal request
3. Check balance
4. Update balance
5. Dispense money

Suppose your account balance is 1000Birr and you make a withdrawal request of 900Birr. At fourth step, your balance is updated to 900Birr and ATM machine stops working due to power outage. **What will happen?**

Once power comes back and you again tried to withdraw money you surprised by seeing your balance just 100Birr instead of 1000Birr. This is not acceptable by any person in the world. So, we need a transaction to perform such task. If SQL statements would have been executed inside a transaction in database balance would be either 100Birr until money has been dispensed or 1000Birr if money has not been dispensed.

### **Transaction Operations**

The low-level operations performed in a transaction are −

* **Begin transaction** − A marker that specifies start of transaction execution.
* **read\_item or write\_item** − Database operations that may be interleaved with main memory operations as a part of transaction.
* **End transaction** − A marker that specifies end of transaction.
* **Commit** − A signal to specify that the transaction has been successfully completed in its entirety and will not be undone.
* **Rollback** − A signal to specify that the transaction has been unsuccessful and so all temporary changes in the database are undone. A committed transaction cannot be rolled back.

### **Transaction States**

A transaction may go through a subset of five states:

* Active
* Partially committed
* Committed
* Failed and
* Aborted

**Active** − the initial state where the transaction enters is the active state. The transaction remains in this state while it is executing read, write or other operations. This is the first state of transaction and here the transaction is being executed. For example, updating or inserting or deleting a record is done here. But it is still not saved to the database. Once the transaction starts executing from the first instruction begin\_transaction, the transaction will be considered in active state. During this state, it performs operations READ and WRITE on some data items.

**From active state, a transaction can go into one of two states, a partially committed state or a failed state.**

**Partially Committed** − after the execution of final statement.

The transaction enters this state after the last statement of the transaction has been executed.

* This is also an **execution phase where last step in the transaction is executed**. But data is still not saved to the database.  If you calculate total marks, on final display the total marks step is executed in this state. This is the state of a transaction that successfully executing its last instruction. That means, if an active transaction reaches and executes the COMMIT statement, then the transaction is said to be in partially committed state.

**From partially committed state, a transaction can go into one of two states, a committed state or a failed state.**

**Committed** − After successful completion of transaction.

At partially committed state the database recovery system will perform certain actions to ensure that a failure at this stage should not cause loss of any updates made by the executing transaction. If the current transaction passed this check, then the transaction reaches committed state.

**From committed state, a transaction can go into terminated state.**

**Failed** − If any failure occurs.

The transaction goes from partially committed state or active state to failed state when it is discovered that normal execution can no longer proceed or system checks fail. If a transaction cannot proceed to the execution state because of the failure of the system or database, then the transaction is said to be in failed state. In the total mark calculation example, if the database is not able fire a query to fetch the marks, i.e.; very first step of transaction, then the transaction will fail to execute. While a transaction is in the active state or in the partially committed state, the issues like transaction failure, user aborting the transaction, concurrency control issues, or any other failure, would happen. If any of these issues are raised, then the execution of the transaction can no longer proceed. At this stage a transaction will go into a failed state.

**From failed state, a transaction can go into only aborted state.**

**Aborted** − After rolled back to the old consistent state.

This is the state after the transaction has been rolled back after failure and the database has been restored to its state that was before the transaction began. If a transaction is failed to execute, then the database recovery system will make sure that the database is in its previous consistent state. It brings the database to consistent state by aborting or rolling back the transaction. If the transaction fails in the middle of the transaction, all the executed transactions are rolled back to it consistent state before executing the transaction. Once the transaction is aborted it is either restarted to execute again or fully killed by the DBMS. After the failed state, all the changes made by the transaction has to be rolled back and the database has to be restored to its state prior to the start of the transaction. If these actions are completed by the DBMS then the transaction considered to be in aborted state.

**From aborted state, a transaction can go into terminated state.**

A transaction is an atomic operation from the users’ perspective. But it has a collection of operations and it can have a number of states during its execution.

**Therefore, A transaction can end/terminate in three possible ways.**

1. **Successful Termination:** when a transaction completes the execution of all operations in it and reaches the COMMIT command.

**Suicidal(**ራስን ማጥፋት**) Termination:** when the transaction detects an error during its processing and decide to abrupt(በድንገት) itself before the end of the transaction and perform a ROLL BACK

1. **Murderous (**ገዳይ **)Termination:** When the DBMS or the system force the execution to abort for any reason.
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### **Desirable Properties of Transactions**

Every transaction, for whatever purpose it is being used, has the following four properties: Atomicity, Consistency, Isolation, and Durability. Taking the initial letters of these four properties collectively it is called the **ACID Properties**. Any transaction must maintain the ACID properties.

* **Atomicity**: A transaction is an atomic unit of processing; it is either performed in its own completeness or not performed at all.
* **Consistency protection**: A correct execution of the transaction must take the database from one consistent state to another.
* **Isolation:** A transaction should **not** make its updates visible to other transactions until it is committed.
* **Durability or permanency**: Once a transaction changes the database and the changes are committed, these changes must never be lost because of subsequent failure.

**Atomicity** − This property states that a transaction is an atomic unit of processing, that is, either it is performed in **its entirety or not performed at all**. No partial update should exist. This property states that each transaction must be considered as a single unit. No transaction in the database is left **half completed**. Database should be in a state either before the transaction execution or after the transaction execution. It should not be in a state ‘executing’.

In our example above, the transaction should not be left at any one of the step above. All the 5 steps have to be either completed or none of the step has to be completed. If a transaction is failed to execute any step, then it has to rollback all the previous steps and come to the state before the transaction or it should try to complete the failed step and further steps to complete whole transaction.

Say for example, we have two accounts A and B, each containing Birr 1000. We now start a trans 7KI8U7YT54Zaction to deposit Birr 100 from account A to Account B.

Read A;  
A = A – 100;  
Write A;  
Read B;  
B = B + 100;  
Write B;

The transaction has 6 instructions to extract the amount from A and submit it to B. The AFIM will show Birr 900 in A and Birr 1100 in B.

Now, suppose there is a power failure just after instruction 3 (Write A) has been complete. What happens now? After the system recovers the AFIM will show Birr 900 in A, but the same Birr 1000 in B. It would be said that Birr 100 evaporated in the air for the power failure. Clearly such a situation is not acceptable.

The solution is to keep every value calculated by the instruction of the transaction not in any stable storage (hard disc) but in a volatile storage (RAM), until the transaction completes its last instruction. When we see that, there has not been any error we do something known as a **COMMIT** operation. Its job is to write every temporarily calculated value from the volatile storage on to the stable storage. In this way, even if power fails at instruction 3, the post recovery image of the database will show accounts A and B both containing Birr 1000, as if the failed transaction had never occurred. The Atomicity property ensures that.

**Consistency** − A transaction should take the database from one consistent state to another consistent state. It should not adversely affect any data item in the database. Any transaction should not inject any incorrect or unwanted data into the database. it should maintain the consistency of the database.

In above example, while calculating the balance, it should not perform any other action like inserting or updating or delete. It should also not pick balance of other customers. It should be picking the amount for the A and B customers and adjust their balance. Hence it maintains the consistency of the database.

**Isolation** − A transaction should be executed as if it is the only one in the system. There should not be any interference from the other concurrent transactions that are simultaneously running. If there are multiple transactions executing simultaneously, then all the transaction should be processed as if they are single transaction. But individual transaction in it should not alter or affect the other transaction. That means each transaction should be executed as if they are independent.

There are several ways to achieve this and the most popular one is using some kind of **locking mechanism**. Locking states that a transaction must first lock the data item that it wishes to access, and release the lock when the accessing is no longer required. Once a transaction locks the data item, other transactions wishing to access the same data item must wait until the lock is released.

For example, account A is having a balance of 400Birr and it is transferring 100Birr to account B & C both. So, we have two transactions here. Let’s say these transactions run concurrently and both the transactions read 400Birr balance; in that case the final balance of A would be 300Birr instead of 200Birr. This is wrong. If the transaction were to run in isolation, then the second transaction would have read the correct balance 300Birr (before debiting 100Birr) once the first transaction went successful.

Transactions are concurrency control mechanisms, and they deliver consistency even when being interleaved. Isolation brings us the benefit of hiding uncommitted state changes from the outside world, as failing transactions shouldn’t ever corrupt the state of the system. Isolation is achieved through **concurrency control** using pessimistic or optimistic locking mechanisms.

**Durability** − If a committed transaction brings about a change, that change should be durable in the database and not lost in case of any failure. The database should be strong enough to handle any system failure. It should not be working for single transaction alone. It should be able to handle multiple transactions too. If there is any set of insert /update, then it should be able to handle and commit to the database. If there is any failure, the database should be able to recover it to the consistent state.

As we have seen in the explanation of the Atomicity property, the transaction, if completes successfully, is committed. Once the COMMIT is done, the changes which the transaction has made to the database are immediately written into permanent storage. So, after the transaction has been committed successfully, there is no question of any loss of information even if the power fails. Committing a transaction guarantees that the AFIM has been reached.

There are several ways Atomicity and Durability can be implemented. One of them is called **Shadow Copy**. In this scheme a database pointer is used to point to the BFIM of the database. During the transaction, all the temporary changes are recorded into a Shadow Copy, which is an exact copy of the original database plus the changes made by the transaction, which is the AFIM. Now, if the transaction is required to COMMIT, then the database pointer is updated to point to the AFIM copy, and the BFIM copy is discarded. On the other hand, if the transaction is not committed, then the database pointer is not updated. It keeps pointing to the BFIM, and the AFIM is discarded. This is a simple scheme, but takes a lot of memory space and time to implement.

If you study carefully, you can understand that **Atomicity** and **Durability** is essentially the same thing, just as **Consistency** and **Isolation** is essentially the same thing.

A successful transaction must permanently change the state of a system, and before ending it, the state changes are recorded in a persisted **transaction log**. If our system is suddenly affected by a system crash or a power outage, then all unfinished committed transactions may be replayed.

### **Database users Environment**

A DBMS can support many different types of databases. Databases can be classified according to:

* The number of users,
* The database location, and
* The expected type and extent of use.
* The number of users determines whether the database is classified as a
  + - single-user or
    - multiuser.

**SINGLE-USER DBMS**

A single-user can access the database at one point of time. If user A is using the database user B or C must wait until user A is through. These types of systems are optimized for a personal desktop experience, not for multiple users of the system at the same time.

* Properties :-
* All the resources are always available for the user to work.
* The architecture implemented is both One or Two tier(ደረጃ).
* Both the application and physical layer are operated by user.
* For Ex: Standalone Personal Computers, Microsoft Access, etc.

In a single-user environment, the workspace repository resides on the local machine, and can be accessed by the owner of the machine only. Limited facilities exist for sharing work with other users.

**MULTI USER DBMS**

Multi user DBMS are the systems that support two or more simultaneous users. These type of database are familiar in an enterprise database and workgroup database environment. All mainframes and minicomputers are multi-user systems, but most personal computers and workstations are not.

* A multiuser database may exist on a single machine, such as a mainframe or other powerful computer, or it may be distributed and exist on multiple computers.
* Multiuser databases are accessible from multiple computers simultaneously
* Multiuser databases are accessible from multiple computers simultaneously.
* Many people can be working together to update information at the same time.
* All employees have access to the most up-to-date information all of the time.
* Customers have instant access to their personal information held by companies.

In a multiuser environment, the workspace repository resides on a database server, and can be accessed by any user with appropriate database privileges.

COMPARISION BETWEEN SINGLE USER AND MULTIPLE USER DATABASE.

|  |  |
| --- | --- |
| **Single-User** | **Multiuser** |
| * Access Restricted to single user at a time * Database Structure relatively simple * Switching between projects is difficult as single schemas repository is used * Committing change in the database without causing deadlock changes * Infrastructure cost is minimum | * Access can share by Multiple user at a time * Complex Database Structure due to shared access Complexity Increases with the structure of database * Switching between projects is easy as different schemas repositories are used * Access sharing makes it difficult, sometimes causes deadlock * Infrastructure cost is higher such as Servers, Networks etc * Maintenance is also overhead expense Wastage of CPU and resource when Optimum usage/optimization of the user/application remain idle |

## **Schedules and Recoverability**

When multiple transactions are being executed by the operating system in a multiprogramming environment, there are possibilities that instructions of one transactions are interleaved with some other transaction. A schedule is a collection of many transactions which is implemented as a unit.

**Schedule** − A chronological (የጊዜ ቅደም ተከተል) execution sequence of a transaction is called a schedule. A schedule can have many transactions in it, each comprising of a number of instructions/tasks. Depending upon how these transactions are arranged in within a schedule, a schedule can be of two types:

* **Serial Schedule** − It is a schedule in which transactions are aligned in such a way that one transaction is executed first. When the first transaction completes its cycle, then the next transaction is executed. Transactions are ordered one after the other. This type of schedule is called a serial schedule, as transactions are executed in a serial manner. In a serial schedule, at any point of time, only one transaction is active, due to this, there is no overlapping of transactions. Therefore, in a serial schedule, only one transaction at a time is active—the commit (or abort) of the active transaction initiates execution of the next transaction. No interleaving occurs in a serial schedule. This is depicted in the following graph −
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**Parallel Schedules(non-serial schedule)** − In parallel schedules, more than one transactions are active simultaneously, i.e. the transactions contain operations that overlap at time. This parallel execution brings a **Concurrent transaction; t**he transactions are executed in a preemptive, time shared method.This is depicted in the following graph –

![Parallel Schedules](data:image/jpeg;base64,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)

In a multi-transaction environment, serial schedules are considered as a benchmark. The execution sequence of an instruction in a transaction cannot be changed, but two transactions can have their instructions executed in a random fashion. This execution does no harm if two transactions are mutually independent and working on different segments of data; but in case these two transactions are working on the same data, then the results may vary. This ever-varying result may bring the database to an inconsistent state.

In Serial schedule, there is no question of sharing a single data item among many transactions, because not more than a single transaction is executing at any point of time. However, a serial schedule is inefficient in the sense that the transactions suffer for having a

a serial schedule\_\_\_\_:

* **longer waiting time** and response time,
* low amount of resource utilization.

In concurrent schedule,

* CPU time is shared among two or more transactions in order to run them concurrently.

However, this creates the possibility that more than one transaction may need to access a single data item for read/write purpose and the database could contain inconsistent value if such accesses are not handled properly. Let’s explain with the help of an example.

Let’s consider there are two transactions T1 and T2, whose instruction sets are given as following. T1 is the same as we have seen earlier, while T2 is a new transaction.

**T1**  
Read A;  
A = A – 100;  
Write A;  
Read B;  
B = B + 100;  
Write B;

**T2**  
Read A;  
Temp = A \* 0.1;  
Read C;  
C = C + Temp;  
Write C;

T2 is a new transaction which deposits to account C 10% of the amount in account A.

If we prepare a serial schedule, then either T1 will completely finish before T2 can begin, or T2 will completely finish before T1 can begin. However, if we want to create a concurrent schedule, then some Context Switching need to be made, so that some portion of T1 will be executed, then some portion of T2 will be executed and so on. For example say we have prepared the following concurrent schedule.

|  |  |
| --- | --- |
| **T1** | **T2** |
| Read A; A = A – 100; Write A; |  |
|  | Read A; Temp = A \* 0.1; Read C; C = C + Temp; Write C; |
| Read B; B = B + 100; Write B; |  |

No problem here. We have made some Context Switching in this Schedule, the first one after executing the third instruction of T1, and after executing the last statement of T2. T1 first deducts Birr 100 from A and writes the new value of Birr 900 into A. T2 reads the value of A, calculates the value of Temp to be Birr 90 and adds the value to C. The remaining part of T1 is executed and Birr 100 is added to B.

It is clear that a proper Context Switching is very important in order to maintain the Consistency and Isolation properties of the transactions. But let us take another example where a wrong Context Switching can bring about disaster. Consider the following example involving the same T1 and T2

|  |  |
| --- | --- |
| **T1** | **T2** |
| Read A; A = A – 100; |  |
|  | Read A; Temp = A \* 0.1; Read C; C = C + Temp; Write C; |
| **Write A;**  Read B; B = B + 100; Write B; |  |

This schedule is wrong, because we have made the switching at the second instruction of T1. The result is very confusing. If we consider accounts A and B both containing Birr 1000 each, then the result of this schedule should have left Birr 900 in A, Birr 1100 in B and add Birr 90 in C (as C should be increased by 10% of the amount in A). But in this wrong schedule, the Context Switching is being performed before the new value of Birr 900/- has been updated in A. T2 reads the old value of A, which is still Birr 1000, and deposits Birr 100 in C. C makes an unjust gain of Birr 10 out of nowhere.

In the above example, we detected the error simple by examining the schedule and applying common sense. But there must be some well-formed rules regarding how to arrange instructions of the transactions to create error free concurrent schedules.

### **Problems Associated with Concurrent Transaction Processing**

Although two transactions may be correct in themselves, interleaving of operations may produce an incorrect result which needs control over access. Having a concurrent transaction processing, one can enhance the ***throughput*** of the system. As reading and writing is performed from and on secondary storage, the system will not be idle during these operations, if there is a concurrent processing.

Every transaction should be correct by themselves, but this would not guarantee that the interleaving of these transactions will produce a correct result. The three potential problems caused by concurrency are:

* Lost Update Problem…… **ww conflict**
* Uncommitted Dependency Problem(dirty ready)………… **Rw conflict**
* Inconsistent Analysis Problem……….. **wR conflict**

**Lost Update Problem**

Successfully completed update on a data set by one transaction is overridden by another transaction/user.

E.g. Account with balance A=100.

* + - * T1 reads the account A
      * T1 withdraws 10 from A
      * T1 makes the update in the Database
      * T2 reads the account A
      * T2 adds 100 on A
      * T2 makes the update in the Database
* In the above case, if done one after the other (serially) then we have no problem.
  + If the execution is T1 followed by T2 then A=190
  + If the execution is T2 followed by T1 then A=190
* But if they start at the same time in the following sequence:
  + - * T1 reads the account A=100
      * T1 withdraws 10 making the balance A=90
      * T2 reads the account A=100
      * T2 adds 100 making A=200
      * T1 makes the update in the Database A=90
      * T2 makes the update in the Database A=200
* After the successful completion of the operation in this schedule, the final value of A will be 200 which override the update made by the first transaction that changed the value from 100 to 90.

**Uncommitted Dependency Problem – Temporary update Problem(RW conflict) or dirty read**

* Occurs when one transaction can see intermediate results of another transaction before it is committed.

E.g.

* + T2 increases 100 making it 200 but then aborts the transaction before it is committed. T1 gets 200, subtracts 10 and make it 190. But the actual balance should be 90

**Inconsistent Analysis Problem – incorrect summery**

Occurs when transaction reads several values but second transaction updates some of them during execution and before the completion of the first.

E.g.

* + T2 would like to add the values of A=10, B=20 and C=30. after the values are read by T2 and before its completion, T1 updates the value of B to be 50. at the end of the execution of the two transactions T2 will come up with the sum of 60 while it should be 90 since B is updated to 50.

These concurrent transactions should be in such a way to avoid any interference between them. This demands a new principle in transaction processing, which is Serializability of the schedule of execution of multiple transactions.

### **Schedules and Conflicts**

In a system with a number of simultaneous transactions, a **schedule** is the total order of execution of operations. Given a schedule S comprising of n transactions, say T1, T2, T3………..Tn; for any transaction Ti, the operations in Ti must execute as laid down in the schedule S.

### **Conflicts in Schedules**

In a schedule comprising of multiple transactions, a **conflict** occurs when two active transactions perform non-compatible operations.

Two operations are said to be in conflict, when all of the following three conditions exists simultaneously −

* The two operations are parts of different transactions.
* Both the operations access the same data item.
* At least one of the operations is a write\_item () operation, i.e. it tries to modify the data item.

## **Serializability**

A **serializable schedule** of ‘n’ transactions is a parallel schedule which is equivalent to a serial schedule comprising of the same ‘n’ transactions. A serializable schedule contains the correctness of serial schedule while ascertaining better CPU utilization of parallel schedule. The definition of *serializable schedule* is as follows: A schedule *S* of *n* transactions is **serializable** if it is *equivalent to some serial schedule* of the same *n* transactions.s